Code Academy

**Multiple Colors**

The text is now displayed in multiple colors! There is a new variable named letterColors with a list of color variables inside brackets ([])separated by commas (,).

letterColors = [red, orange, green, blue, purple];

The displayed text in the browser panel will cycle through the values in letterColors in order when drawName() is called with letterColors.

Learning to code is all about experimentation—trying out new code and observing the result! As you experiment, you may want to reset your code to the starting state. This can be done with the reset button at the bottom of your code editor:

**WELCOME TO CODECADEMY!**

**Change Physics!**

Part of the power of coding is that small changes can create big impacts. Now that you’ve experimented with changing the color and text, it’s time to experiment with the animation itself!

**Instructions**

**1.**

Three variables let you experiment with the animation physics: mouseResponseThreshold, friction, and rotationForce.

mouseResponseThreshold affects how close the mouse pointer needs to be to affect the dots that make up the letters. The larger the number, the more powerful the effect of the mouse interaction. Experiment with changing the mouseResponseThreshold to different numbers and running your code!

Stuck? Get a hint

**2.**

Try experimenting with the friction value! You’ll probably want to keep friction between 0 and 1.

Stuck? Get a hint

**3.**

Finally, try experimenting with the rotationForce value. This variable represents how much each animated dot will try to rotate when interacting with the mouse. Try keeping this value small, maybe around 0.01.

**VARIABLES**

**Introduction to Variables**

In programming, we have a way of storing values so that we can reuse them throughout our program or change them, if necessary. This concept is known as a *variable*.

Maybe you’re familiar with the math term *variable*, or the word *variability*. Programming variables share qualities with each. Similar to a variable in math, a variable is a way of saving a piece of information with a specific name. By giving a value a name, we can easily reuse that value over and over again in our code. Like the idea of variability, a programming variable allows us to easily change a value throughout our code.

Variables are an important first step in coding because with variables we can start using an important programming tool: repetition. Rather than writing out a piece of data every time we need it, we write it out once and the computer remembers it and can repeat that information back.

In this lesson, we’ll explore why variables are an important part of programming, including:

* Using variables to reuse a value
* Using variables to change a value

**Instructions**

Imagine that you’re building a game using tiles with different patterns, representing different [terrains](https://en.wikipedia.org/wiki/Terrain).

The tiles need to be placed in the following order:

First row:

* grass
* rocks
* grass

Second row:

* forest
* rocks
* forest

Third row:

* rocks
* grass
* rocks

In each box, enter the type of terrain that should go in the accompanying tile. Continue until the entire board is filled.

**VARIABLES**

**Reusing Values in Variables**

One reason we use variables is that they allow us to easily *reuse* values in different parts of our code.

When we reuse a value, it will appear in multiple places in our code. Re-typing that value becomes tedious, which leads to errors, and without a variable name, it becomes unclear as to what the value represents. It may also be unclear as to what that value is meant to represent.

Let’s take a look at the following piece of code. Here we have a number that we reuse in order to make some calculations:

847595593392818109495  
847595593392818109495 \* 2  
847595593392818109495 / 4

Rather than writing the same number over and over again, we can save it to a variable named my\_number:

my\_number = 847595593392818109495  
my\_number \* 2  
my\_number / 4

You may be thinking, “But what if my variable name is longer than the value it stores? What’s the point of a variable?”

When we use a value without assigning it to a variable, that’s known as *hardcoding*. While it’s sometimes faster to initially hardcode values in your program, in the long run you’ll run into trouble — especially if you need to change what those values are.

**Instructions**

The last time we built our game, we repeated ourselves a lot. Instead of writing out the pattern for each tile, let’s save the types of terrain we want to use to a set of variables that we can use across the board.

Replicate the previous design by making each variable equal to one of the following:

* grass
* rocks
* forest

As you enter your choices, what do you notice about the board that changes?

How was this process different from the last exercise? Did variables make this process more efficient?

**VARIABLES**

**Changing the Value of a Variable**

The strong selling point of using a variable is that we can easily change their value, making our programs flexible.

As we saw in the last exercise, we can save a number to a variable and reuse it throughout a program:

my\_number = 847595593392818109495  
my\_number \* 2  
my\_number / 4

We could easily switch out the value of my\_number, without having to change that number in multiple places in our code.

my\_number = 1  
my\_number \* 2  
my\_number / 4

We could also change the value of my\_number part way through our program:

my\_number = 1  
my\_number \* 2  
   
my\_number = 3  
my\_number / 4

**Instructions**

You’d like there to be options for an expansion pack, and that means — more terrains!

Use the drop-down menus to explore the different options for the board and try creating new game designs by swapping out the different terrains.

**VARIABLES**

**Putting it All Together**

Now that you know a bit about variables, let’s code some ourselves!

We create or *declare* a variable by giving it a name and setting it equal to a value.

terrain = 'lake'

In the code editor, we’ve written out an example of a variable declaration. We’ve included one variable in the workspace, named one, and it’s currently set to 'grass'.

**Instructions**

Below variable ‘one’, declare a variable called two. Set variable ‘two’ to equal 'rocks'. Remember to pay attention to details, like punctuation.

Next, create a variable three and set it equal to 'forest'.

Run the code! How does the board game change?

Now, try replacing the values with other ones that you’ve seen in this lesson! Here’s the full list:

Group 1:

* grass
* rocks
* forest

Group 2:

* lake
* beach
* town

Group 3:

* glacier
* desert
* moon

**VARIABLES**

**Review - Variables**

Congrats! Now you’ve learned about variables and why they’re useful in programming. In this lesson, we learned that:

* *Variables* allow us to store information
* Variables allow us to quickly *reuse* a value in our program.
* Variables let us easily *change* a value in our program.

In the next lesson, we’ll look at different kinds of information that we can use in a program and save to variables.

**DATA TYPES**

**Data Types Review**

Congrats! Now you know the building blocks of most programming languages and should start to have an idea about the types of simple programs that you could write.

In this lesson, we learned:

* Categorizing information using *data types* is a way for a computer to distinguish different types of input.
* *Primitives* are the simplest data types and are shared across many programming languages. They include:
  + *Numbers* — values that allow us to do calculations and keep count.
  + *Strings* — a sequence of characters or symbols often used to denote text.
  + *Booleans* — logical values that represent the idea of true or false.

**OPERATORS**

**Introduction**

In computing, we work with lots of different forms of data. But the real fun comes when we can *do* something with this data.

In this lesson, we’ll look at how we can write short computer programs using *operators*.

Operators are different symbols that represent an *operation*, such as the plus sign (+) as a symbol for addition. Operations enable us to *process* our data, to transform it into something else.

You may already be familiar with operators and operations from other contexts. This lesson looks at different ways we can use operators in programming, including:

* Making calculations using *arithmetic* operators.
* Comparing information using *comparison* operators.
* Creating logical expressions using *logical* (aka Boolean) operators.

**Instructions**

We can think of writing a program as similar to following a recipe.

In this lesson, we’ll look at how we can use operators to make a fruit salad.

To make the salad, we’ll use operators to:

* Calculate the fruit needed
* Compare the different fruits
* Determine if we have the right ingredients

Right now, we can only add or take away data points by manually including them or deleting them from our code, sort of like adding and subtracting.

When you’re ready, move to the next exercise.

**Using Operators to Make Comparisons**

When writing a program, we often need to check if a value is correct or compare two values.

*Comparison operators* allow us to compare values and evaluate their relationship. Rather than evaluating to an integer, they evaluate to true or false, AKA boolean values. Expressions that evaluate to boolean values are known as *boolean expressions*.

Comparison operators include:

* Less than < — value to the left is **less than** the value to the right: 2 < 6
* Greater than > — value to the left is **more than** the value to the right: 14 > 5
* Equals == — value to the left is **equal to** the value to the right: 3 == 3

Note: we use a double-equal sign to show that we’re checking a value, rather than setting it equal to something, like we would with a variable. Some languages even use a triple-equal sign === to super-triple-check!

There are two main instances where we use comparison operators:

**If we have an unknown quantity.** What if we knew that we needed a half pound of strawberries, but we didn’t know the weight of each strawberry? We could weigh the strawberries and see if the total weight equals a half pound.

**OPERATORS**

**Putting it All Together**

Now that we know a bit about different operators, let’s try writing our own expressions!

As we’ve seen, we can use operators to change something’s value, add other things to our program, to take them away, or to perform calculations. We can also use operators to compare statements or determine whether they are true or false.

One important thing about operators when you program is that they may look different from language to language. That’s because different programming languages have different *syntax*, or rules for how they are written.

**Instructions**

Let’s use the operators that we’ve learned to add different fruits to the screen and determine their relationships.

* Create a variable named orange and set it equal to 4.
* **Decrease** the number of oranges from 4 to 2. Save the result to the orange variable again.
* Run the code and see how many oranges appear on the screen.

**OPERATORS**

**Review**

Congrats! Now you know about different operators and how they can be used to build simple programs.

In this lesson, we learned:

* *Operators* are symbols that represent different ways of modifying, comparing, and evaluating information.
* *Arithmetic operators* are used to make calculations.
* *Comparison operators* determine the relationship between two values, which results in a boolean.
* *Logical operators* determine the logical state of multiple boolean values or expressions, which results in another boolean.

Now that you know the building blocks of operators, how can you further combine them to write programs?

**FUNCTIONS**

**Functions**

This lesson requires you to know the basics of hamburger-making:

* Place the bread down
* Add the burger patty
* Add the pickles
* Place the bread on top

What if you had to say each step every time you ordered a hamburger? It’s tedious. It takes a long time. (How do you fit that on a menu?) And it risks making mistakes.

In this lesson you will learn a solution to that problem: functions. You’ll learn how and why they are used in programming and be able to communicate their benefits to other programmers!

Functions are used throughout programming — in fact, some styles of programming [rely completely on functions](https://en.wikipedia.org/wiki/Functional_programming). Knowing this information will be useful for anywhere your programming path takes you.

**Instructions**

Build hamburgers without a function: make three hamburgers by clicking on each instruction.

Hint: Add bread – Add burger patty – Add pickles – Add bread.

**Concept Review**

Want to quickly review some of the concepts you’ve been learning? Take a look at this material's [cheatsheet](https://www.codecademy.com/learn/paths/code-foundations/tracks/learn-how-to-code/modules/bop-ii/cheatsheet" \t "_blank)!

**Functions for Flexibility**

Not everyone wants to eat hamburgers.

We could write a new function for each new sandwich type, but that takes a lot of work and risks making mistakes.

Instead, we’ll generalize the hamburger function to a sandwich function. This new sandwich function will still make a bread-topping-topping-bread combination, but the toppings may change based on inputs to the function:

function makeSandwich(topping1, topping2) {

Add bread

Add topping1

Add topping2

Add bread

}

We’ve renamed the function makeSandwich() and given it two inputs, or *parameters*. Each time we call the function, we’ll give actual values for each input, called *arguments*.

For example, we make a ham-and-cheese sandwich with makeSandwich("ham", "cheese"). We call the function with the arguments “ham” and “cheese”. Those will be the values for the topping1 and topping2 parameters.

Instead of writing a different function for each type of sandwich, we have one function that can make them all!

**Instructions**

Call the makeSandwich() function with the arguments "ham" and "cheese".

Notice how the instructions change with different inputs.

**FUNCTIONS**

**Functions for organization**

A sandwich wouldn’t be complete without fries and dessert!

Here are the instructions to make the complete meal:

* Add bread, Add burger patty, Add fried potatoes, Add pickles, Add bread, Add salt, Add chocolate scoop, Add ketchup, Add vanilla scoop, Add strawberry scoop

Oof. All of the instructions are there, but they’re confusing and hard to edit. If you decide to ask for a fruit salad instead of fries, you would have to find all of the fries-related instructions and replace every line.

To make it easier to read, we’ll separate and organize our instructions:

* Add bread, Add burger patty, Add pickles, Add bread
* Add fried potatoes, Add salt, Add ketchup
* Add chocolate scoop, Add vanilla scoop, Add strawberry scoop

Better… Now let’s group these instructions into three functions:

* makeSandwich()
* makeSomeFries()
* makeIceCream()

We can easily substitute one line, makeSomeFries(), for a different function, like makeFruitSalad(). And if there’s an error, we know where to look for the recipe for each part of the meal.

The new instructions are starting to look like a program! By using functions, we made it easier to read, reusable, and *modular:* each set of related instructions (sandwich, fries, dessert) is grouped into its own function, which we can easily add, remove, and swap to make a diversity of meals.

**Instructions**

*“I’d like a sandwich, fries, and triple ice cream scoop, please!”*

1. Make this lunch WITHOUT functions
2. Make this lunch again WITH functions

Questions: Which approach was easier? Which approach was less prone to error?

*“I’d like 3 sandwiches, 2 fries, and 2 triple ice cream scoop, please!”*

1. Click the reset icon
2. Make this lunch WITHOUT the functions
3. Make this lunch WITH functions

Question: Which approach was easier this time?

**FUNCTIONS**

**Review**

Well done! Functions are a fundamental concept in programming, and learning the basics will serve you wherever your path leads, regardless of language or domain. To review:

* A *function* is a sequence of instructions that performs a specific task, packaged as a unit.
* When we *define* a function, we specify the instructions, inputs, and name of the function.
* When we *call* a function, all of its instructions are executed.
* Functions can be executed many times, making its instructions *reusable*.
* Functions can have *parameters*, which accept input values, making its instructions *flexible*.
* Functions organize a program into distinct units, making interchanging and editing them easier. This makes your entire program organized and *modular*.

![Diagram of conditional control structure](data:image/png;base64,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)

The control flow shown above is written as a *conditional* control structure in **main.js**. It looks something like this:

if (condition) {  
  DO SOMETHING  
} else {  
  DO SOMETHING DIFFERENT  
}

If the condition evaluates to true, the computer will execute the body of that statement. In this case, it’s DO SOMETHING.

If the condition is false, the computer will execute the body of the else statement. In this case, it’s DO SOMETHING DIFFERENT.

Let’s adapt this general template to our example:

1. The condition is true when the privacy mode is set to 'public'. This is already written for you in **main.js**.
2. You’ll replace DO SOMETHING with a JavaScript function: showDetails().
3. You’ll replace DO SOMETHING DIFFERENT with another function: hideDetails().

The instructions below will show you how to do this in code!

**Instructions**

Complete the control structure by calling the functions below. If the mode is 'public', call:

showDetails();

Else, call:

hideDetails();

Run the code and test the website.

If done correctly, the content of the post should be visible when you choose “Make Profile Public” in the dropdown, and the content of the post should be hidden when you choose “Make Profile Private”.

**LISTS**

**Introduction to Lists**

When we start writing more complex programs, we’ll start working with more pieces of data. But data can get messy real fast if we’re not careful.

To keep our data tidy, we’ll want to use *data structures*. Data structures are formats that we can use to keep track of our data in an organized fashion.

*Lists* are one very basic data structure. Programmers use lists as a container to store multiple pieces of information that relate to each other in some way. Like a list of the presidents of the US, types of cheeses in alphabetical order, and the finishing positions of runners in a race.

What makes lists special is that they order our data in a specific, linear sequence.

Since our values are kept in order, it allows us to easily find the information we’re looking for; otherwise, we’d have a huge jumbled mess of data!

In this lesson, we’re going to cover:

* Accessing an item from a list
* Adding an item to a list
* Removing an item from a list

**Instructions**

Comic strips function in a similar way to lists. We can think of the strip as the list and each frame as a separate item in the list. The narrative that makes up a comic demonstrates that the items follow a specific order.

We create lists by adding items to an empty list. Right now we have a bunch of comic frames, but they’re not in any order and our comic strip is empty. Complete the comic strip by placing the frames in the correct order. Here’s how the story should go:

* Codey plants a seed
* Codey waters the seed
* Codey waits
* A sprout grows

**LOOPS**

**Introduction to Loops**

How do we use code to tell a computer this: “Create a variable and call a function 15 times”?

We could write it out 15 times:

create a variable  
call a function  
create a variable  
call a function  
create a variable  
call a function....

…We’ll spare you the rest. This approach takes a long time and it can easily lead to mistakes. Instead, let’s give the instructions once and tell the computer how many times to repeat them:

Repeat this 15 times:  
  create a variable  
  call a function

This structure is called a *loop*, and you’ll learn all about them in this lesson. These special structures in programming will give you the ability to repeat instructions multiple times without writing the instructions out multiple times.

This lesson will cover:

* for loops
* while loops
* for each loops

By the way, we assume that you’re familiar with creating variables, using operators, calling functions, and working with lists.

**Instructions**

Create a pattern WITHOUT loops: In the text box, repeat these instructions 10 times, then run it:

1. Place a pink tile
2. Place a orange tile
3. Place a mint tile

If you did it correctly, you’ll see all 30 tiles placed on the board!

**What are Algorithms?**

Algorithms have three main characteristics:

* They are **sequential**.
  + Algorithms are performed step by step from start to finish. Kenny’s algorithm had to first build one pair of students, then another pair, then another pair, until all the students were paired up.
* They are **conditional**.
  + Algorithms perform certain steps based on conditions of the system. Kenny’s algorithm needs to check the grade of each student as it builds the pairs to make sure that the highest scoring student is paired with the lowest scoring student and so forth.
* They are **generalizable**.
  + Algorithms are applicable to many different problems that are of a similar type. For example, Kenny used his sorting algorithm to pair students in each of his different classes and then, later in the day, he also used it to build a tournament bracket for the school’s chess club. These are two different applications, but the generalizable nature of the sorting algorithm allowed it to be used in both situations.

What would have been a pretty annoying task to do by hand became an easy job for the computer. This is the power of algorithms! Nearly every piece of technology in the world today uses some form of algorithms to sort, store, and access data efficiently and accurately.

Studying computer science gives you the tools you need to apply algorithmic thinking to real-world problems and quickly complete tasks and optimize processes that would have otherwise been a burden to tackle. Kenny doesn’t know it yet, but algorithms are going to help him a lot in all sorts of situations!

**Functions**

Kenny got tired of the classroom and wanted to see more of the outdoors, so he took a job as a farmhand. Kenny, being the capable young man he is, quickly moved up the ranks of the farmhand hierarchy and was tasked with managing a team of new farmhands to harvest the strawberry fields.

“How do I impart my knowledge of harvesting strawberries to these apprentice pickers?” thinks Kenny to himself. Well, whenever Kenny has a task that needs to be done many times over, like harvesting a strawberry, he thinks back to his computer science days and realizes he needs to write a *function*.

A **function** is a specific set of repeatable instructions that takes an input, like a strawberry plant, and produces an output, like freshly picked strawberries. If this sounds like the definition of an algorithm, you’re right! An algorithm is conceptual, and a function can put an algorithm into practice.

Kenny finds it helpful to consider functions as he writes instructions on how to harvest strawberries for all of the new pickers. “I need to have explicit, step by step instructions or my pickers will not consistently produce the correct output,” thinks Kenny. By thinking of these instructions as a function he is giving to the harvesters, Kenny ensures that harvesting strawberries is a repeatable, dependable task.

**OVERVIEW OF THE INTERNET**

**Review**

Congratulations! You should now have a general understanding of how the internet works, including:

* The growth of the internet as a network
* The difference between the internet and the world wide web
* The relationship between browsers and servers
* HTTP status codes, like 404 Not Found
* Big trends in web development, from static websites to Web 2.0 and the rise of mobile

If you work with engineers, this information will help you talk about websites and web applications at a more technical level. Or if you’re interested in becoming a web developer yourself, you now have the important context to start building your own website or web application!

**Review**

Alejandra now has a fully functional web application for her small business!

In building out the features that she needed for her business’s application, she learned about the four languages that form the core of the World Wide Web today:

* **HTML** — structures website content
* **CSS** — applies styling to websites
* **JavaScript** — adds interactivity to websites
* **SQL** — allows your web application to store and retrieve data

While these languages are each essential to web development, many of them also have applications in other fields. For example, JavaScript was initially just a language for interacting with HTML, but JavaScript has expanded to be a general-purpose programming language that can be run outside of the browser. You can now build web applications, browser games, desktop applications, and even VR/AR experiences in JavaScript.

Learning web development has given Alejandra the skills that she needed for her business and also opened the door for her to take on more and more technical projects in a wide variety of fields.

**Review**

Review! You now know the basic parts that make up the field of data science.

* **Data Science**—the field of taking data and transforming it into meaningful information that can help us make decisions
* **Descriptive Statistics**—statistics that describe the data in objective terms
* **Inferential Statistics**—inferences for the overall population based on data
* **Probability**—the likelihood that an event will happen
* **Programming**—the act of giving the computer instructions to perform a task
* **Domain Expertise**—the particular set of knowledge that someone cultivates and brings with them in order to understand their data

# **Determine the Necessary Data**

In [94]:

*# Import modules:***import** **pandas** **as** **pdimport** **numpy** **as** **np***# Import the data:*user\_data = pd.read\_csv("user\_data.csv")*# Create age variable and find population mean:*population\_mean = np.mean(user\_data["age"])*# Select increasingly larger samples:*extra\_small\_sample = user\_data["age"][:10]small\_sample = user\_data["age"][:50]medium\_sample = user\_data["age"][:100]large\_sample = user\_data["age"][:200]*# Calculate the mean of those samples:*extra\_small\_sample\_mean = np.mean(extra\_small\_sample)small\_sample\_mean = np.mean(small\_sample)medium\_sample\_mean = np.mean(medium\_sample)large\_sample\_mean = np.mean(large\_sample)*# Print them all out!*print ("Extra Small Sample Mean: " + str(extra\_small\_sample\_mean))print ("Small Sample Mean: " + str(small\_sample\_mean))print ("Medium Sample Mean: " + str(medium\_sample\_mean))print ("Large Sample Mean: " + str(large\_sample\_mean))print ("**\n**Population Mean: "+ str(population\_mean))

**Recap**

As we can see, the process of data science involves several steps. While we’ve presented it in a linear manner, it’s important to remember that each step can happen multiple times and steps may be repeated.

To recap:

* Come up with a question you want to answer
* Form a hypothesis and determine the data you need
* Collect the data
* Clean and organize your data
* Explore your data
* Build models to analyze the data
* Communicate your findings
* Ensure that your process and findings are reproducible

Now that you know what it takes to do data science, let’s look more closely at the applications of data science and the types of projects you can make.

# **Data Science Applications**

**Read about the different projects you can do with data science!**

### **Introduction**

Now that we know a bit about how to do data science, what exactly can we do with it?

In this article, we’ll look at how we can apply data science thinking to different problems. We’ll explore several common applications, including:

* Reports
* Recommender Systems
* Dynamic Pricing
* Natural Language Processing

Similar to how data science is made up of different disciplines, the applications of data science are far ranging. But in all of these situations, you will apply data science to find patterns, draw meaningful conclusions, and make decisions.

Don’t worry if these terms sound intimidating! Throughout the article, we’ll break down each of them so that you have a solid understanding of what you can build with data science.

#### **Reports**

Reports are the most fundamental application of data science. A report is a document in which you present your process and your findings. Reports are important because they enable those who work with data to translate numbers and calculations into accessible insights and recommendations for team members.

A report could take the form of a publication that circulated within your company, or an article that’s published on the internet, or as part of a conference presentation.

A good report should have the following characteristics:

* Simple: non-technical team members will need to be able to quickly grasp findings
* Clear: language should be to the point
* Engaging Presentation: charts and presentations should be well designed

Five-Thirty-Eight is a popular statistics website that publishes reports on a range of topics, such as politics and sports. Take a look at [this piece that they did on the Bechdel Test](https://projects.fivethirtyeight.com/next-bechdel/), along with a range of other new tests that examine the presence of gender and race in film.

#### **Recommendation Engines**

One of the more well-known applications of data science is using data and machine learning to build a *recommender system*, also known as a recommendation engine.

A recommender system is a type of content filtration system that seeks to predict what a user would be interested in consuming. These suggestions could come from the user’s preferences that they’ve shared with the platform, like how Amazon suggests things you might want to buy based off of previous purchases. Other recommender systems work by looking at the preferences of people in your network, or those of people with similar demographics.

Recommender systems work for all types of information, from Spotify using it to recommend new artists to Netflix predicting what will be your next binge fest.

#### **Dynamic Pricing**

Another data science application is dynamic pricing. Ever go to buy an airplane ticket but then 5 minutes later the pricing changes? You have dynamic pricing to thank for that.

Dynamic pricing, also known as surge pricing, is the practice of setting prices for products or services based on market demand. Companies that use dynamic pricing build algorithms that take into account competition, supply and demand, as well as other factors related to the specifics of the industry. Dynamic pricing exists across several industries, including transportation, entertainment, amusement parks, and professional sports.

The most common example is airline tickets. Airlines started to use computers to determine flight prices as early as the 1950s, taking into account the season, day of the week, and time of day when setting ticket prices. However, airlines have recently come under scrutiny for utilizing more robust dynamic pricing techniques. Several are now determining fares based on the buyer.

While dynamic pricing is increasingly common, its a tactic that is often seen to benefit the company more than the consumer. At one point, the app MoviePass implemented surge pricing as part of their ticket buying experience. Previously, customers paid a flat monthly rate to see an unlimited number of movies. After this change, tickets for certain movies or popular theaters incurred additional fees.

#### **Natural Language Processing**

While data science typically makes you think of numbers, it can also be helpful in recognizing trends and patterns in language.

Natural Language Processing (often referred to as NLP) is the application of programming and artificial intelligence to process and analyze text. It can be used for research purposes, to understand, for example, the grammatical structure of a text, to more creative pursuits such as generative poetry.

In NLP, your datasets are made up of examples of language usage, known as a corpus. After training on this dataset, a machine can then perform different functions, such as part-of-speech tagging, language translation, and sentiment analysis.

A common application of NLP is chatbots. While many chatbots follow pre-determined scripts, more advanced ones can use NLP to enable a dynamic discourse. NLP enables a bot to continue learning as it talks, making it better at handling different and unexpected situations.

### **Summary**

As you can see, there are many different applications and kinds of projects that you can do once you know a bit of data science!

* Reports - a way of presenting your process, insights, and recommendations
* Recommender Systems - a process that uses data about users and items to predict interest
* Dynamic Pricing - a strategy that takes into account factors such as demand to increase and decrease prices to drive profit
* Natural Language Processing - ways of analyzing text to gain insights as well as support applications, such as chatbots

Of course, there are many applications beyond just the ones that we’ve covered here. So no matter your interest or professional industry, data science thinking can create impact.

**Review**

Take a minute to review what you’ve learned about bash scripting.

* Any command that can be run in the terminal can be run in a bash script.
* Variables are assigned using an equals sign with no space (greeting="hello").
* Variables are accessed using a dollar sign (echo $greeting).
* Conditionals use if, then, else, fi syntax.
* Three types of loops can be used: for, while, and until.
* Bash scripts use a unique set of comparison operators:
  + Equal: -eq
  + Not equal: -ne
  + Less than or equal: -le
  + Less than: -lt
  + Greater than or equal: -ge
  + Greater than: -gt
  + Is null: -z
* Input arguments can be passed to a bash script after the script name, separated by spaces (myScript.sh “hello” “how are you”).
* Input can be requested from the script user with the read keyword.
* Aliases can be created in the .bashrc or .bash\_profile using the alias keyword.

**Generalizations**

You have now been introduced to the fundamental Git workflow. You learned a lot! Let’s take a moment to generalize:

* Git is the industry-standard version control system for web developers
* Use Git commands to help keep track of changes made to a project:
  + git init creates a new Git repository
  + git status inspects the contents of the working directory and staging area
  + git add adds files from the working directory to the staging area
  + git diff shows the difference between the working directory and the staging area
  + git commit permanently stores file changes from the staging area in the repository
  + git log shows a list of all previous commits

### Instructions

Click Next to complete the lesson!

### Concept Review

Want to quickly review some of the concepts you’ve been learning? Take a look at this material's [cheatsheet](https://www.codecademy.com/learn/learn-git/modules/learn-git-git-workflow-u/cheatsheet" \t "_blank)!

**Generalizations**

Congratulations! You’ve learned three different ways to backtrack in Git. You can use these skills to undo changes made to your Git project.

Let’s take a moment to review the new commands:

* git checkout HEAD filename: Discards changes in the working directory.
* git reset HEAD filename: Unstages file changes in the staging area.
* git reset commit\_SHA: Resets to a previous commit in your commit history.

Additionally, you learned a way to add multiple files to the staging area with a single command:

git add filename\_1 filename\_2

**Generalizations**

Congratulations! You’ve learned three different ways to backtrack in Git. You can use these skills to undo changes made to your Git project.

Let’s take a moment to review the new commands:

* git checkout HEAD filename: Discards changes in the working directory.
* git reset HEAD filename: Unstages file changes in the staging area.
* git reset commit\_SHA: Resets to a previous commit in your commit history.

Additionally, you learned a way to add multiple files to the staging area with a single command:

git add filename\_1 filename\_2

**Generalizations**

You have now been introduced to the fundamental Git workflow. You learned a lot! Let’s take a moment to generalize:

* Git is the industry-standard version control system for web developers
* Use Git commands to help keep track of changes made to a project:
  + git init creates a new Git repository
  + git status inspects the contents of the working directory and staging area
  + git add adds files from the working directory to the staging area
  + git diff shows the difference between the working directory and the staging area
  + git commit permanently stores file changes from the staging area in the repository
  + git log shows a list of all previous commits

**Generalizations**

Congratulations! You’ve learned three different ways to backtrack in Git. You can use these skills to undo changes made to your Git project.

Let’s take a moment to review the new commands:

* git checkout HEAD filename: Discards changes in the working directory.
* git reset HEAD filename: Unstages file changes in the staging area.
* git reset commit\_SHA: Resets to a previous commit in your commit history.

Additionally, you learned a way to add multiple files to the staging area with a single command:

**GIT BRANCHING**

**generalizations**

Let’s take a moment to review the main concepts and commands from the lesson before moving on.

* Git *branching* allows users to experiment with different versions of a project by checking out separate *branches* to work on.

The following commands are useful in the Git branch workflow.

* git branch: Lists all a Git project’s branches.
* git branch branch\_name: Creates a new branch.
* git checkout branch\_name: Used to switch from one branch to another.
* git merge branch\_name: Used to join file changes from one branch to another.
* git branch -d branch\_name: Deletes the branch specified

**GIT TEAMWORK**

**Overview**

So far, we’ve learned how to work on Git as a single user. Git also offers a suite of collaboration tools to make working with others on a project easier.

Imagine that you’re a science teacher, developing some quizzes with Sally, another teacher in the school. You are using Git to manage the project.

In order to collaborate, you and Sally need:

* A complete replica of the project on your own computers
* A way to keep track of and review each other’s work
* Access to a definitive project version

You can accomplish all of this by using *remotes*. A remote is a shared Git repository that allows multiple collaborators to work on the same Git project from different locations. Collaborators work on the project independently, and merge changes together when they are ready to do so.